ABSTRACT
In this paper we suggest a framework for teaching software development methods (SDMs). Specifically, based on our accumulative research and in-practice experience of teaching SDMs, a set of principles, that guides our teaching of SDMs in different settings and teaching experiences, has been formulated. The teaching framework consists of 14 principles that their actual implementation is varied and adjusted in different teaching environments. This paper outlines the principles and addresses their contribution to learners' understanding of the said software development method.
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1. INTRODUCTION
In this paper we suggest a framework for teaching software development methods (SDMs). Specifically, based on our accumulative experience in teaching SDMs we formulated a set of principles that guides our teaching of SDMs in all our teaching experiences; the implementation of these principles, however, is varied in different teaching environments.

2. TEACHING FRAMEWORK
Table 1 outlines the teaching principles which are formulated as pedagogical guidelines. Naturally, when we teach different aspects of SDMs, different principles are highlighted according to the topic's main characteristics. At the same time, however, the principles presented in Table 1 provide a comprehensive picture of our teaching framework.
Principle 2: Let the learners experience the SDM as much as possible
This principle is derived directly from the previous one. In fact, these two principles stem from the importance attributed to learners’ experimental basis, which is essential in learning processes of complex concepts. This assertion stands in line with the constructivist perspective of learning, the origins of which are rooted in Jean Piaget’s studies. According to the constructivist approach, learners construct new knowledge by rearranging and refining their existing knowledge [cf. 3, 16]. In this process, mental structures are developed in steps, each step elaborating on the preceding ones.

We suggest that an SDM is a complex concept. Therefore, its gradual learning process should be based on learners' experience. One way to support and enhance such gradual mental learning process is to adopt an active-learning teaching approach, according to which learners are active to the extent which enables a reflective process (see also Principle 4 in the continuation of the paper).

Principle 3: Explain while doing
This principle relates to the just presented "Let the learners experience the SDM as much as possible" principle and to the constructivist approach mentioned there. It implies that when an activity or a practice is introduced to learners at the first time, the educator should not explain it for too long, but rather the educator should invite the learners to start applying it as soon as the basic relevant knowledge has been introduced. While the learners are performing the said activity, the educator should add the details gradually, refine the explanation, and reflect on learners' activities.

A good example to illustrate this principle is the planning game, one of the XP practices mentioned above [6]. The planning game consists of many relatively simple stages and details. However, if learners hear all these details before they start experiencing the planning game, the global picture, as well as the logic of each stage, the order of the stages, and their interconnections, might not be clear. We suggest that if learners hear first just the main ideas of the planning game and then start playing it, when the details are gradually introduced during this process, the different stages may be situated within the wider context and clarify the structure and logic of the entire process.

Principle 4: Elicit reflection on experience
The importance of introducing reflective processes into software development processes has been already discussed [7, 10, 11], mainly based on Schön's Reflective Practitioner perspective [14, 15].

According to this principle, learners should be encouraged to reflect on their learning process of the said SDM. We note that reflection processes should not be limited to technical issues, but rather should address also feelings, working habits and social interactions related to the software development processes. In addition, learners can be asked to recall and reflect on situations taken from their past experience in software development and be presented with questions that request them to analyze and compare different situations related to software development processes.

Principle 5: Elicit communication
Communication is a central theme in software development processes. Indeed, sometimes, successes and failures of software projects are attributed to people communication issues. Accordingly, in all learning situations we aim at fostering learner-learner as well as learner-teacher communication. When communication is one of the main ingredients of the learning environment, the idea of knowledge sharing becomes natural. Then in turn, knowledge sharing reflects back on communication.

Principle 6: Establish diverse teams
Diversity can be expressed in different ways, such as nationalities, gender, minorities, cultures, life styles and world views. The importance attributed to diversity is based on management theories that assert the added value of diversity (cf. the American Institute for Managing Diversity http://aimd.org/). Therefore, and not surprisingly, diversity is perceived as a powerful management practice (see for example, Toyota’s 21st Century Diversity Strategy and David Thomas's paper in Harvard Business Review). In the same spirit, with respect to software development, diversity is encouraged in agile and lean software development processes. Further, since more and more companies become global, diversity becomes an integral characteristic of software development teams; therefore diversity can not be neglected when SDMs are taught.

This principle advocates the idea that teams should be diverse. Naturally, the more diverse a team is, the more diverse perspectives are elicited. We suggest that this diverse view points may improve software development processes as well as learning processes related to SDMs.

Principle 7: Assign roles to team members
In the different settings in which we teach SDMs, each team member has an individual role, chosen by the team member from a given list, in addition to the personal development tasks for which each team member is responsible. Based on our teaching experience, we have identified twelve roles (for example, coach, unit tester, acceptance tester, code reviewer, etc), each of them is related to a specific aspect of software development processes [4]. The role scheme does not imply that each role holder carries out all the activities related to the domain for which he or she is responsible; rather, each role holder makes sure that the activities related to the domain for which she or he is responsible, will be accomplished satisfactory by all team members.

The assignment of roles helps splitting, among all the team members, the responsibility for the project progress. The rationale for this act stems from the fact that one person (or a small number of developers) can not take care of the entire richness and complexity involved in software development processes. When the responsibility is split among all team members, each aspect of the entire process is treated by one team member, and, at the same time, each team member feels a personal responsibility for that specific aspect. Indeed, both the project itself and the team members are advantaged from this kind of organization. Further, the need to perform one's role successfully actually enforces one to be involved in and to become familiar with all parts of the

developed application. Consequently, knowledge sharing and involvement is increased among team members.

**Principle 8: Manage time**
This principle relates to time management and is expressed in our teaching of SDMs in different ways, two of which are presented here:

First, we emphasize sustainable pace and reinforce the participants' feelings about the potential contribution of sustainable pace to software development processes.

Second, time estimation for development tasks (and the assessment of this time estimation) is never skipped. Furthermore, learners are asked to estimate (and then to evaluate) the way their time is shared between the accomplishment of their personal development tasks and the performance of their personal role (Principle 7).

**Principle 9: Be aware of abstraction levels**
In [9] we suggest that in the process of software development, developers are required to think on different abstraction levels and to move between abstraction levels.

This principle suggests that instructors or workshop facilitators who teach an SDM should be aware at what abstraction level each stage of each activity is performed. Based on this awareness, they then should decide whether to stay at this abstraction level, or, alternatively, maybe there is a need to guide the participants to think in terms of a different level of abstraction. It is further suggested to explicitly highlight the movement between abstraction levels and to discuss with the learners the advantages, as well as disadvantages, we may gain from such moves.

**Principle 10: Inspire a process of an on-going and gradual improvement**
It is clear that software development is a gradual process, conducted in stages, each one improves its preceding ones. In many cases this improvement takes place in parallel to improvement in the developers' understanding of the developed application.

Clearly, this principle is derived from the constructivist approach presented in Principle 2. Accordingly, the learning environment should specifically inspire that feeling of a gradual learning process and elicit reflection processes when appropriate (cf. Principle 4).

We briefly describe an illustrative scenario how this principle may be applied in practice. When learners are stuck, the moderator can stop the discussion, reflects on what happened, and suggests moving on, explaining that it might make more sense to readdress the issue, that currently blocks the development progress, in a later stage when learners' background and knowledge will enable to solve the said problem.

**Principle 11: Use metaphors or "other world's concepts"**
Metaphors are used naturally in our daily life, as well as in educational environments. Generally speaking, metaphors are used in order to understand and experience one specific thing using the terms of another thing [12, 13].

Metaphors can be useful even without specifically mention the concept of metaphor. For example, the facilitator may say: "Can you suggest another concept-world that may help us understand this unclear issue". Our experience indicates that learners do not face any problem with suggesting a varied collection of concept-worlds, each world highlights a different aspect of the said issue and together they support the comprehension of the discussed topic.

**Principle 12: Consider the awareness needed for the implementation of the SDM practices**
As has been mentioned previously, an SDM is a complex idea. Based on the constructivist approach mentioned above, it should be introduced in stages. Accordingly, several questions should be addressed: What aspects of the SDM should be emphasized? Should one teach all of the SDM ideas? Perhaps only part of them? Which ones? This principle suggests a way by which a teacher/workshop facilitator can select what ideas to teach and in what order.

We suggest analyzing and mapping the SDM ideas in a way that reflects the complexity involved in the teaching and learning of each idea. One way to do this is illustrated in the following mapping [8]. We believe that such a mapping can be suitable for the mapping of the main ideas of any SDM, and can thus assist instructors and facilitators in organizing their teaching.

Specifically, the main ideas of the SDM are mapped along two dimensions: ‘Aspect’ and ‘Cognitive Awareness’. Specifically, on the Aspect dimension, the SDM ideas are divided into either a code/technical aspect or a human/social aspect. The Cognitive Awareness dimension maps the main ideas of the SDM according to the level of cognitive awareness (or cognitive complexity) required to implement each of them throughout the development process.

Clearly, this mapping is not the only mapping possible. Our experience, however, tells us that when an SDM is taught, such a mapping may help the teacher to choose which aspects to focus on in such a way that students will not be overwhelmed with too many hard-to-grasp concepts in too short a period of time.

**Principle 13: Listen to participants' feelings towards the presented SDM**
The adoption of a new SDM requires a conceptual change with respect to what a software development process is. In addition, it is well known that cultural changes related to the introduction of a new SDM raises emotions that, in some cases, are in fact objections.

In practice, when learners express emotional statements against some aspect of the SDM, we propose to take advantage of this opportunity and to encourage participants to describe the subject of the said statement as it is manifested in their current software development environment. As it turns out, in many cases these descriptions elicit problems in the current SDM used. Then we explain how the learned SDM attempts to overcome the problematic issues just raised. For example, when a statement is made against the test-driven development approach, it is a good opportunity to ask the person making this statement to describe the testing process that he or she currently uses. In some cases this in itself is sufficient: The question highlights the test-driven development approach towards the discussed issue, and consequently the facial expression of the person expressing the objection changes immediately.
In general, in all teaching situations we propose to try sympathizing with and legitimizing learners’ feelings towards the new SDM, and be patient with them until learners start becoming aware of the benefits that can be gained from the SDM. As it happens, in many cases learners’ objections disappeared in part after a short part of the teaching period. One plausible explanation is that they begin to realize that the SDM might actually support their work.

**Principle 14: Emphasize the SDM in the context of the software world**

This principle closes the circle that has been open with the first principle – Inspire the SDM’s nature. We believe that part of this inspiration is related to the connections made between the taught SDM and the world of software engineering. Since the world of software engineering has witnessed relatively many cases in which new terms have emerged and have shortly turned out to be no more than buzzwords, when teaching a new SDM, it would be preferable to connect the SDM to the world of software development in general, and to other SDMs in particular. This can be done, for example, by presenting to the learners specific problems faced by the software industry, illustrating how the taught SDM may help overcome them. Learners will then, hopefully, feel that, on the one hand, they are being introduced to an SDM that is not detached from the software industry world and is not just a passing fashion, and on the other hand, that the SDM in question has emerged as a timely answer to the needs of the software industry and that it will be useful to them in the future.

For example, in the case of teaching the agile approach, the need for agility in software development may be first explained and some problems with plan-driven SDMs may be outlined. Such a broad perspective enables learners to understand the place of the agile approach in the software industry world and to observe that SDMs is a field that is still undergoing development.

3. **SUMMARY**

The collection of principles presented in this paper aims at establishing a teaching framework within which we teach SDMs. In [5] we present a broader theoretical framework for teaching SDMs.
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